{

"cells": [

{

"cell\_type": "code",

"execution\_count": 2,

"id": "693dc0eb",

"metadata": {},

"outputs": [],

"source": [

"#For Data loading and preprocessing\n",

"import pandas as pd\n",

"\n",

"#For matrix operations\n",

"import numpy as np\n",

"\n",

"#For plotting\n",

"import matplotlib.pyplot as plt\n",

"%matplotlib inline\n",

"import seaborn as sns\n",

"\n",

"#For splitting the data\n",

"from sklearn.model\_selection import train\_test\_split\n",

"\n",

"#For data preprocessing\n",

"from sklearn.preprocessing import StandardScaler\n",

"\n",

"#For hyperparameter tuning\n",

"from sklearn.model\_selection import RandomizedSearchCV,GridSearchCV\n",

"#For appling LogisticRegression\n",

"from sklearn.linear\_model import LogisticRegression\n",

"\n",

"#For model/vatiable persistence \n",

"#from sklearn.externals import joblib\n",

"#For math operations\n",

"import math \n",

"\n",

"#To see the progress of the iterations\n",

"#from tqdm import tqdm\n",

"\n",

"#Performance metrices\n",

"from sklearn.metrics import roc\_auc\_score,roc\_curve,auc,log\_loss,confusion\_matrix\n",

"\n",

"#For encoding the features\n",

"from sklearn.preprocessing import LabelEncoder,LabelBinarizer\n",

"\n",

"#For ignoring warnings\n",

"import warnings\n",

"warnings.filterwarnings(\"ignore\")"

]

},

{

"cell\_type": "code",

"execution\_count": 3,

"id": "c07713be",

"metadata": {},

"outputs": [],

"source": [

"df=pd.read\_csv(\"https://raw.githubusercontent.com/IBM-EPBL/IBM-Project-8468-1658920292/main/project%20development/Data%20Set/weatherAUS.csv\")"

]

},

{

"cell\_type": "code",

"execution\_count": 5,

"id": "21c5f6c6",

"metadata": {},

"outputs": [],

"source": [

"df.drop\_duplicates(inplace=True)"

]

},

{

"cell\_type": "code",

"execution\_count": 6,

"id": "4523e205",

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"Date False\n",

"Location False\n",

"MinTemp True\n",

"MaxTemp True\n",

"Rainfall True\n",

"Evaporation True\n",

"Sunshine True\n",

"WindGustDir True\n",

"WindGustSpeed True\n",

"WindDir9am True\n",

"WindDir3pm True\n",

"WindSpeed9am True\n",

"WindSpeed3pm True\n",

"Humidity9am True\n",

"Humidity3pm True\n",

"Pressure9am True\n",

"Pressure3pm True\n",

"Cloud9am True\n",

"Cloud3pm True\n",

"Temp9am True\n",

"Temp3pm True\n",

"RainToday True\n",

"RainTomorrow True\n",

"dtype: bool"

]

},

"execution\_count": 6,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"df.isnull().any()"

]

},

{

"cell\_type": "code",

"execution\_count": 8,

"id": "1cd9ce0d",

"metadata": {},

"outputs": [

{

"data": {

"image/png": "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\n",

"text/plain": [

"<Figure size 432x288 with 1 Axes>"

]

},

"metadata": {},

"output\_type": "display\_data"

}

],

"source": [

"sns.set(style=\"whitegrid\")\n",

"sns.countplot(df.RainTomorrow)\n",

"plt.title(\"Target labels\")\n",

"plt.show()"

]

},

{

"cell\_type": "code",

"execution\_count": 9,

"id": "c629ef90",

"metadata": {},

"outputs": [],

"source": [

"#Separating the data based on its class label.\n",

"data\_yes = df[df['RainTomorrow']=='Yes']\n",

"data\_no = df[df['RainTomorrow']=='No']"

]

},

{

"cell\_type": "code",

"execution\_count": 10,

"id": "a483df1f",

"metadata": {},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>Date</th>\n",

" <th>Location</th>\n",

" <th>MinTemp</th>\n",

" <th>MaxTemp</th>\n",

" <th>Rainfall</th>\n",

" <th>Evaporation</th>\n",

" <th>Sunshine</th>\n",

" <th>WindGustDir</th>\n",

" <th>WindGustSpeed</th>\n",

" <th>WindDir9am</th>\n",

" <th>...</th>\n",

" <th>Humidity9am</th>\n",

" <th>Humidity3pm</th>\n",

" <th>Pressure9am</th>\n",

" <th>Pressure3pm</th>\n",

" <th>Cloud9am</th>\n",

" <th>Cloud3pm</th>\n",

" <th>Temp9am</th>\n",

" <th>Temp3pm</th>\n",

" <th>RainToday</th>\n",

" <th>RainTomorrow</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>0</th>\n",

" <td>2010-09-03</td>\n",

" <td>Portland</td>\n",

" <td>9.6</td>\n",

" <td>17.2</td>\n",

" <td>0.0</td>\n",

" <td>4.0</td>\n",

" <td>0.0</td>\n",

" <td>W</td>\n",

" <td>39.0</td>\n",

" <td>N</td>\n",

" <td>...</td>\n",

" <td>99.0</td>\n",

" <td>69.0</td>\n",

" <td>1014.0</td>\n",

" <td>1010.4</td>\n",

" <td>8.0</td>\n",

" <td>8.0</td>\n",

" <td>13.8</td>\n",

" <td>16.0</td>\n",

" <td>No</td>\n",

" <td>Yes</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"<p>1 rows × 23 columns</p>\n",

"</div>"

],

"text/plain": [

" Date Location MinTemp MaxTemp Rainfall Evaporation Sunshine \\\n",

"0 2010-09-03 Portland 9.6 17.2 0.0 4.0 0.0 \n",

"\n",

" WindGustDir WindGustSpeed WindDir9am ... Humidity9am Humidity3pm \\\n",

"0 W 39.0 N ... 99.0 69.0 \n",

"\n",

" Pressure9am Pressure3pm Cloud9am Cloud3pm Temp9am Temp3pm RainToday \\\n",

"0 1014.0 1010.4 8.0 8.0 13.8 16.0 No \n",

"\n",

" RainTomorrow \n",

"0 Yes \n",

"\n",

"[1 rows x 23 columns]"

]

},

"execution\_count": 10,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"#Observing the mode for all columns when RainTomorrow = Yes \n",

"mode\_values\_for\_yes = data\_yes.mode()\n",

"mode\_values\_for\_yes"

]

},

{

"cell\_type": "code",

"execution\_count": 11,

"id": "ff3bb89e",

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"23.3"

]

},

"execution\_count": 11,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"data\_no['MaxTemp'].median()"

]

},

{

"cell\_type": "code",

"execution\_count": 12,

"id": "18ec18cc",

"metadata": {},

"outputs": [],

"source": [

"#For Temparatures we cannot replace NaN values with 0, hence replacing NaN with its respective mode value\n",

"data\_yes['MinTemp'].fillna(value=data\_yes['MinTemp'].mode()[0],inplace=True )\n",

"data\_no['MinTemp'].fillna(value=data\_no['MinTemp'].mode()[0],inplace=True )\n",

"\n",

"data\_yes['MaxTemp'].fillna(value=data\_yes['MaxTemp'].mode()[0],inplace=True )\n",

"data\_no['MaxTemp'].fillna(value=data\_no['MaxTemp'].mode()[0],inplace=True )\n",

"\n",

"\n",

"data\_yes['Temp9am'].fillna(value=data\_yes['Temp9am'].mode()[0],inplace=True )\n",

"data\_no['Temp9am'].fillna(value=data\_no['Temp9am'].mode()[0],inplace=True )\n",

"\n",

"data\_yes['Temp3pm'].fillna(value=data\_yes['Temp3pm'].mode()[0],inplace=True )\n",

"data\_no['Temp3pm'].fillna(value=data\_no['Temp3pm'].mode()[0],inplace=True )\n",

"\n",

"\n",

"# For humidity also \n",

"data\_yes['Humidity9am'].fillna(value=data\_yes['Humidity9am'].mode()[0],inplace=True )\n",

"data\_no['Humidity9am'].fillna(value=data\_no['Humidity9am'].mode()[0],inplace=True )\n",

"\n",

"\n",

"\n",

"data\_yes['Humidity3pm'].fillna(value=data\_yes['Humidity3pm'].mode()[0],inplace=True )\n",

"data\_no['Humidity3pm'].fillna(value=data\_no['Humidity3pm'].mode()[0],inplace=True )\n",

"\n",

"# For the rain fall feature we can replace NaN with 0.0 which says there is no rain fall\n",

"data\_yes['Rainfall'].fillna(value=0.0,inplace=True)\n",

"data\_no['Rainfall'].fillna(value=0.0,inplace=True)\n",

"data\_yes['Pressure9am'].fillna(value=data\_yes['Pressure9am'].median(),inplace=True )\n",

"data\_no['Pressure9am'].fillna(value=data\_no['Pressure9am'].median(),inplace=True )\n",

"\n",

"data\_yes['Pressure3pm'].fillna(value=data\_yes['Pressure3pm'].median(),inplace=True )\n",

"data\_no['Pressure3pm'].fillna(value=data\_no['Pressure3pm'].median(),inplace=True )\n",

"\n",

"\n",

"data\_yes['WindSpeed9am'].fillna(value=data\_yes['WindSpeed9am'].median(),inplace=True )\n",

"data\_no['WindSpeed9am'].fillna(value=data\_no['WindSpeed9am'].median(),inplace=True )\n",

"\n",

"data\_yes['WindSpeed3pm'].fillna(value=data\_yes['WindSpeed3pm'].median(),inplace=True )\n",

"data\_no['WindSpeed3pm'].fillna(value=data\_no['WindSpeed3pm'].median(),inplace=True )\n",

"\n",

"#WindGustSpeed -- replacing with median\n",

"data\_yes['WindGustSpeed'].fillna(value=data\_yes['WindGustSpeed'].median(),inplace=True)\n",

"data\_no['WindGustSpeed'].fillna(value=data\_no['WindGustSpeed'].median(),inplace=True)"

]

},

{

"cell\_type": "code",

"execution\_count": 13,

"id": "812e310e",

"metadata": {},

"outputs": [],

"source": [

"# For RainToday feature we cannot fill any value, so better to remove the NaN values \n",

"data\_yes.dropna(inplace=True)\n",

"data\_no.dropna(inplace=True)"

]

},

{

"cell\_type": "code",

"execution\_count": 14,

"id": "b2fe36a2",

"metadata": {},

"outputs": [],

"source": [

"data\_filled= data\_yes.append(data\_no, ignore\_index=True)"

]

},

{

"cell\_type": "code",

"execution\_count": 15,

"id": "09cee1f3",

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"Date False\n",

"Location False\n",

"MinTemp False\n",

"MaxTemp False\n",

"Rainfall False\n",

"Evaporation False\n",

"Sunshine False\n",

"WindGustDir False\n",

"WindGustSpeed False\n",

"WindDir9am False\n",

"WindDir3pm False\n",

"WindSpeed9am False\n",

"WindSpeed3pm False\n",

"Humidity9am False\n",

"Humidity3pm False\n",

"Pressure9am False\n",

"Pressure3pm False\n",

"Cloud9am False\n",

"Cloud3pm False\n",

"Temp9am False\n",

"Temp3pm False\n",

"RainToday False\n",

"RainTomorrow False\n",

"dtype: bool"

]

},

"execution\_count": 15,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"data\_filled.isnull().any()"

]

},

{

"cell\_type": "code",

"execution\_count": 16,

"id": "abf707ac",

"metadata": {},

"outputs": [],

"source": [

"# sorting the data based on data (Time based splitting)\n",

"data\_filled=data\_filled.sort\_values(by='Date')"

]

},

{

"cell\_type": "code",

"execution\_count": 18,

"id": "77677b79",

"metadata": {},

"outputs": [

{

"data": {

"text/html": [

"<div>\n",

"<style scoped>\n",

" .dataframe tbody tr th:only-of-type {\n",

" vertical-align: middle;\n",

" }\n",

"\n",

" .dataframe tbody tr th {\n",

" vertical-align: top;\n",

" }\n",

"\n",

" .dataframe thead th {\n",

" text-align: right;\n",

" }\n",

"</style>\n",

"<table border=\"1\" class=\"dataframe\">\n",

" <thead>\n",

" <tr style=\"text-align: right;\">\n",

" <th></th>\n",

" <th>MinTemp</th>\n",

" <th>MaxTemp</th>\n",

" <th>Rainfall</th>\n",

" <th>Evaporation</th>\n",

" <th>Sunshine</th>\n",

" <th>WindGustDir</th>\n",

" <th>WindGustSpeed</th>\n",

" <th>WindDir9am</th>\n",

" <th>WindDir3pm</th>\n",

" <th>WindSpeed9am</th>\n",

" <th>...</th>\n",

" <th>Humidity9am</th>\n",

" <th>Humidity3pm</th>\n",

" <th>Pressure9am</th>\n",

" <th>Pressure3pm</th>\n",

" <th>Cloud9am</th>\n",

" <th>Cloud3pm</th>\n",

" <th>Temp9am</th>\n",

" <th>Temp3pm</th>\n",

" <th>RainToday</th>\n",

" <th>RainTomorrow</th>\n",

" </tr>\n",

" </thead>\n",

" <tbody>\n",

" <tr>\n",

" <th>3390</th>\n",

" <td>8.0</td>\n",

" <td>24.3</td>\n",

" <td>0.0</td>\n",

" <td>3.4</td>\n",

" <td>6.3</td>\n",

" <td>NW</td>\n",

" <td>30.0</td>\n",

" <td>SW</td>\n",

" <td>NW</td>\n",

" <td>6.0</td>\n",

" <td>...</td>\n",

" <td>68.0</td>\n",

" <td>29.0</td>\n",

" <td>1019.7</td>\n",

" <td>1015.0</td>\n",

" <td>7.0</td>\n",

" <td>7.0</td>\n",

" <td>14.4</td>\n",

" <td>23.6</td>\n",

" <td>No</td>\n",

" <td>Yes</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3391</th>\n",

" <td>14.0</td>\n",

" <td>26.9</td>\n",

" <td>3.6</td>\n",

" <td>4.4</td>\n",

" <td>9.7</td>\n",

" <td>ENE</td>\n",

" <td>39.0</td>\n",

" <td>E</td>\n",

" <td>W</td>\n",

" <td>4.0</td>\n",

" <td>...</td>\n",

" <td>80.0</td>\n",

" <td>36.0</td>\n",

" <td>1012.4</td>\n",

" <td>1008.4</td>\n",

" <td>5.0</td>\n",

" <td>3.0</td>\n",

" <td>17.5</td>\n",

" <td>25.7</td>\n",

" <td>Yes</td>\n",

" <td>Yes</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3392</th>\n",

" <td>13.7</td>\n",

" <td>23.4</td>\n",

" <td>3.6</td>\n",

" <td>5.8</td>\n",

" <td>3.3</td>\n",

" <td>NW</td>\n",

" <td>85.0</td>\n",

" <td>N</td>\n",

" <td>NNE</td>\n",

" <td>6.0</td>\n",

" <td>...</td>\n",

" <td>82.0</td>\n",

" <td>69.0</td>\n",

" <td>1009.5</td>\n",

" <td>1007.2</td>\n",

" <td>8.0</td>\n",

" <td>7.0</td>\n",

" <td>15.4</td>\n",

" <td>20.2</td>\n",

" <td>Yes</td>\n",

" <td>Yes</td>\n",

" </tr>\n",

" <tr>\n",

" <th>3393</th>\n",

" <td>13.3</td>\n",

" <td>15.5</td>\n",

" <td>39.8</td>\n",

" <td>7.2</td>\n",

" <td>9.1</td>\n",

" <td>NW</td>\n",

" <td>54.0</td>\n",

" <td>WNW</td>\n",

" <td>W</td>\n",

" <td>30.0</td>\n",

" <td>...</td>\n",

" <td>62.0</td>\n",

" <td>56.0</td>\n",

" <td>1005.5</td>\n",

" <td>1007.0</td>\n",

" <td>2.0</td>\n",

" <td>7.0</td>\n",

" <td>13.5</td>\n",

" <td>14.1</td>\n",

" <td>Yes</td>\n",

" <td>Yes</td>\n",

" </tr>\n",

" <tr>\n",

" <th>23626</th>\n",

" <td>7.6</td>\n",

" <td>16.1</td>\n",

" <td>2.8</td>\n",

" <td>5.6</td>\n",

" <td>10.6</td>\n",

" <td>SSE</td>\n",

" <td>50.0</td>\n",

" <td>SSE</td>\n",

" <td>ESE</td>\n",

" <td>20.0</td>\n",

" <td>...</td>\n",

" <td>68.0</td>\n",

" <td>49.0</td>\n",

" <td>1018.3</td>\n",

" <td>1018.5</td>\n",

" <td>7.0</td>\n",

" <td>7.0</td>\n",

" <td>11.1</td>\n",

" <td>15.4</td>\n",

" <td>Yes</td>\n",

" <td>No</td>\n",

" </tr>\n",

" <tr>\n",

" <th>...</th>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" <td>...</td>\n",

" </tr>\n",

" <tr>\n",

" <th>50879</th>\n",

" <td>6.3</td>\n",

" <td>17.0</td>\n",

" <td>0.0</td>\n",

" <td>1.6</td>\n",

" <td>7.9</td>\n",

" <td>E</td>\n",

" <td>26.0</td>\n",

" <td>SE</td>\n",

" <td>SE</td>\n",

" <td>4.0</td>\n",

" <td>...</td>\n",

" <td>75.0</td>\n",

" <td>49.0</td>\n",

" <td>1028.6</td>\n",

" <td>1026.0</td>\n",

" <td>1.0</td>\n",

" <td>3.0</td>\n",

" <td>11.5</td>\n",

" <td>15.6</td>\n",

" <td>No</td>\n",

" <td>No</td>\n",

" </tr>\n",

" <tr>\n",

" <th>18595</th>\n",

" <td>7.6</td>\n",

" <td>19.3</td>\n",

" <td>0.0</td>\n",

" <td>3.4</td>\n",

" <td>9.4</td>\n",

" <td>W</td>\n",

" <td>35.0</td>\n",

" <td>W</td>\n",

" <td>W</td>\n",

" <td>13.0</td>\n",

" <td>...</td>\n",

" <td>73.0</td>\n",

" <td>32.0</td>\n",

" <td>1018.6</td>\n",

" <td>1015.4</td>\n",

" <td>1.0</td>\n",

" <td>1.0</td>\n",

" <td>9.4</td>\n",

" <td>18.8</td>\n",

" <td>No</td>\n",

" <td>No</td>\n",

" </tr>\n",

" <tr>\n",

" <th>35076</th>\n",

" <td>7.9</td>\n",

" <td>13.0</td>\n",

" <td>0.0</td>\n",

" <td>2.8</td>\n",

" <td>3.8</td>\n",

" <td>NNW</td>\n",

" <td>39.0</td>\n",

" <td>N</td>\n",

" <td>N</td>\n",

" <td>15.0</td>\n",

" <td>...</td>\n",

" <td>68.0</td>\n",

" <td>69.0</td>\n",

" <td>1017.6</td>\n",

" <td>1015.3</td>\n",

" <td>7.0</td>\n",

" <td>7.0</td>\n",

" <td>9.0</td>\n",

" <td>11.7</td>\n",

" <td>No</td>\n",

" <td>No</td>\n",

" </tr>\n",

" <tr>\n",

" <th>37396</th>\n",

" <td>11.0</td>\n",

" <td>24.2</td>\n",

" <td>0.0</td>\n",

" <td>2.2</td>\n",

" <td>9.8</td>\n",

" <td>ENE</td>\n",

" <td>20.0</td>\n",

" <td>SSW</td>\n",

" <td>NNE</td>\n",

" <td>2.0</td>\n",

" <td>...</td>\n",

" <td>68.0</td>\n",

" <td>53.0</td>\n",

" <td>1020.5</td>\n",

" <td>1017.3</td>\n",

" <td>6.0</td>\n",

" <td>3.0</td>\n",

" <td>15.9</td>\n",

" <td>22.6</td>\n",

" <td>No</td>\n",

" <td>No</td>\n",

" </tr>\n",

" <tr>\n",

" <th>5086</th>\n",

" <td>8.6</td>\n",

" <td>14.3</td>\n",

" <td>0.0</td>\n",

" <td>2.8</td>\n",

" <td>3.8</td>\n",

" <td>NW</td>\n",

" <td>35.0</td>\n",

" <td>N</td>\n",

" <td>NNW</td>\n",

" <td>13.0</td>\n",

" <td>...</td>\n",

" <td>67.0</td>\n",

" <td>56.0</td>\n",

" <td>1017.4</td>\n",

" <td>1015.0</td>\n",

" <td>7.0</td>\n",

" <td>7.0</td>\n",

" <td>9.3</td>\n",

" <td>13.4</td>\n",

" <td>No</td>\n",

" <td>Yes</td>\n",

" </tr>\n",

" </tbody>\n",

"</table>\n",

"<p>56669 rows × 21 columns</p>\n",

"</div>"

],

"text/plain": [

" MinTemp MaxTemp Rainfall Evaporation Sunshine WindGustDir \\\n",

"3390 8.0 24.3 0.0 3.4 6.3 NW \n",

"3391 14.0 26.9 3.6 4.4 9.7 ENE \n",

"3392 13.7 23.4 3.6 5.8 3.3 NW \n",

"3393 13.3 15.5 39.8 7.2 9.1 NW \n",

"23626 7.6 16.1 2.8 5.6 10.6 SSE \n",

"... ... ... ... ... ... ... \n",

"50879 6.3 17.0 0.0 1.6 7.9 E \n",

"18595 7.6 19.3 0.0 3.4 9.4 W \n",

"35076 7.9 13.0 0.0 2.8 3.8 NNW \n",

"37396 11.0 24.2 0.0 2.2 9.8 ENE \n",

"5086 8.6 14.3 0.0 2.8 3.8 NW \n",

"\n",

" WindGustSpeed WindDir9am WindDir3pm WindSpeed9am ... Humidity9am \\\n",

"3390 30.0 SW NW 6.0 ... 68.0 \n",

"3391 39.0 E W 4.0 ... 80.0 \n",

"3392 85.0 N NNE 6.0 ... 82.0 \n",

"3393 54.0 WNW W 30.0 ... 62.0 \n",

"23626 50.0 SSE ESE 20.0 ... 68.0 \n",

"... ... ... ... ... ... ... \n",

"50879 26.0 SE SE 4.0 ... 75.0 \n",

"18595 35.0 W W 13.0 ... 73.0 \n",

"35076 39.0 N N 15.0 ... 68.0 \n",

"37396 20.0 SSW NNE 2.0 ... 68.0 \n",

"5086 35.0 N NNW 13.0 ... 67.0 \n",

"\n",

" Humidity3pm Pressure9am Pressure3pm Cloud9am Cloud3pm Temp9am \\\n",

"3390 29.0 1019.7 1015.0 7.0 7.0 14.4 \n",

"3391 36.0 1012.4 1008.4 5.0 3.0 17.5 \n",

"3392 69.0 1009.5 1007.2 8.0 7.0 15.4 \n",

"3393 56.0 1005.5 1007.0 2.0 7.0 13.5 \n",

"23626 49.0 1018.3 1018.5 7.0 7.0 11.1 \n",

"... ... ... ... ... ... ... \n",

"50879 49.0 1028.6 1026.0 1.0 3.0 11.5 \n",

"18595 32.0 1018.6 1015.4 1.0 1.0 9.4 \n",

"35076 69.0 1017.6 1015.3 7.0 7.0 9.0 \n",

"37396 53.0 1020.5 1017.3 6.0 3.0 15.9 \n",

"5086 56.0 1017.4 1015.0 7.0 7.0 9.3 \n",

"\n",

" Temp3pm RainToday RainTomorrow \n",

"3390 23.6 No Yes \n",

"3391 25.7 Yes Yes \n",

"3392 20.2 Yes Yes \n",

"3393 14.1 Yes Yes \n",

"23626 15.4 Yes No \n",

"... ... ... ... \n",

"50879 15.6 No No \n",

"18595 18.8 No No \n",

"35076 11.7 No No \n",

"37396 22.6 No No \n",

"5086 13.4 No Yes \n",

"\n",

"[56669 rows x 21 columns]"

]

},

"execution\_count": 18,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"#Removing unwanted features, RISK\_MM is same as target label hence removing with data and loaction \n",

"data\_final = data\_filled.drop(['Date', 'Location'], axis=1)\n",

"data\_final"

]

},

{

"cell\_type": "code",

"execution\_count": 19,

"id": "be1cf1d6",

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"<AxesSubplot:>"

]

},

"execution\_count": 19,

"metadata": {},

"output\_type": "execute\_result"

},

{

"data": {

"image/png": "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\n",

"text/plain": [

"<Figure size 720x432 with 1 Axes>"

]

},

"metadata": {},

"output\_type": "display\_data"

}

],

"source": [

"#Outliers we are checking only for numerical features\n",

"sns.set(style=\"whitegrid\")\n",

"plt.figure(figsize=(10, 6))\n",

"sns.boxplot(data=data\_final[['MinTemp','MaxTemp','Temp9am','Temp3pm']])"

]

},

{

"cell\_type": "code",

"execution\_count": 20,

"id": "280db3ad",

"metadata": {},

"outputs": [],

"source": [

"data\_final= data\_final[data\_final['Humidity3pm']!=0.0]\n",

"data\_final= data\_final[data\_final['Humidity9am']!=0.0]"

]

},

{

"cell\_type": "code",

"execution\_count": 21,

"id": "dd1de70a",

"metadata": {},

"outputs": [],

"source": [

"WindGustDir\_encode = LabelEncoder()\n",

"data\_final['WindGustDir']=WindGustDir\_encode.fit\_transform(data\_final['WindGustDir'])\n",

"\n",

"WindDir9am\_encode = LabelEncoder()\n",

"data\_final['WindDir9am']=WindDir9am\_encode.fit\_transform(data\_final['WindDir9am'])\n",

"\n",

"WindDir3pm\_encode = LabelEncoder()\n",

"data\_final['WindDir3pm']=WindDir3pm\_encode.fit\_transform(data\_final['WindDir3pm'])\n",

"\n",

"RainToday\_encode = LabelEncoder()\n",

"data\_final['RainToday']=RainToday\_encode.fit\_transform(data\_final['RainToday'])\n",

"\n",

"RainTomorrow\_encode = LabelEncoder()\n",

"data\_final['RainTomorrow']=RainTomorrow\_encode.fit\_transform(data\_final[\"RainTomorrow\"])"

]

},

{

"cell\_type": "code",

"execution\_count": 22,

"id": "b9f96da5",

"metadata": {},

"outputs": [],

"source": [

"Y= data\_final['RainTomorrow']\n",

"X = data\_final.drop(['RainTomorrow'],axis=1)"

]

},

{

"cell\_type": "code",

"execution\_count": 23,

"id": "f19693f4",

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"['MinTemp',\n",

" 'MaxTemp',\n",

" 'Rainfall',\n",

" 'Evaporation',\n",

" 'Sunshine',\n",

" 'WindGustDir',\n",

" 'WindGustSpeed',\n",

" 'WindDir9am',\n",

" 'WindDir3pm',\n",

" 'WindSpeed9am',\n",

" 'WindSpeed3pm',\n",

" 'Humidity9am',\n",

" 'Humidity3pm',\n",

" 'Pressure9am',\n",

" 'Pressure3pm',\n",

" 'Cloud9am',\n",

" 'Cloud3pm',\n",

" 'Temp9am',\n",

" 'Temp3pm',\n",

" 'RainToday']"

]

},

"execution\_count": 23,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"column\_names=X.columns.tolist()\n",

"column\_names"

]

},

{

"cell\_type": "code",

"execution\_count": 24,

"id": "c9fd523c",

"metadata": {},

"outputs": [],

"source": [

"X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, Y, train\_size=0.80,shuffle=False)"

]

},

{

"cell\_type": "code",

"execution\_count": 25,

"id": "75169731",

"metadata": {},

"outputs": [],

"source": [

"scaler= StandardScaler()\n",

"X\_train = scaler.fit\_transform(X\_train)\n",

"X\_test = scaler.transform(X\_test)"

]

},

{

"cell\_type": "code",

"execution\_count": 26,

"id": "63bf9946",

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"array([[ 1.92569915, 1.33403259, -0.30534402, ..., 1.71272794,\n",

" 1.31675782, -0.53364311],\n",

" [ 1.05731743, -0.23186696, -0.27715516, ..., 0.3852272 ,\n",

" -0.47041152, -0.53364311],\n",

" [ 0.31299024, 0.98924737, -0.30534402, ..., -0.01149715,\n",

" 0.83334316, -0.53364311],\n",

" ...,\n",

" [-0.850021 , -1.61100784, -0.30534402, ..., -1.40003241,\n",

" -1.61302798, -0.53364311],\n",

" [-0.36930969, -0.00201014, -0.30534402, ..., -0.347187 ,\n",

" -0.01629472, -0.53364311],\n",

" [-0.74147328, -1.42424918, -0.30534402, ..., -1.35425652,\n",

" -1.36399619, -0.53364311]])"

]

},

"execution\_count": 26,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"X\_test"

]

},

{

"cell\_type": "code",

"execution\_count": 27,

"id": "612becd4",

"metadata": {},

"outputs": [],

"source": [

"def plotErrors(k,train,cv):\n",

" \n",

" plt.plot(k, train, label='Train logloss')\n",

" plt.plot(k, cv, label='CV logloss')\n",

" plt.legend()\n",

" plt.xlabel(\"log(C)= -log(λ)\")\n",

" plt.ylabel(\"Neg\_Log Loss\")\n",

" plt.title(\"Error Plot for Train and Validation data\")\n",

" plt.grid()\n",

" plt.show()"

]

},

{

"cell\_type": "markdown",

"id": "5ff28fbe",

"metadata": {},

"source": [

"\n",

"### Modeling the data using Logisitic Regression\n",

"#### Hyper-parameter tuning"

]

},

{

"cell\_type": "code",

"execution\_count": 28,

"id": "72e8100a",

"metadata": {},

"outputs": [

{

"data": {

"image/png": "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\n",

"text/plain": [

"<Figure size 432x288 with 1 Axes>"

]

},

"metadata": {},

"output\_type": "display\_data"

}

],

"source": [

"parameters={'C':[10\*\*-6,10\*\*-5,10\*\*-4, 10\*\*-2, 10\*\*0, 10\*\*2, 10\*\*3] }\n",

"log\_c = list(map(lambda x : float(math.log(x)),parameters['C']))\n",

"\n",

"clf\_log = LogisticRegression(penalty='l2',class\_weight='balanced')\n",

"\n",

"clf = GridSearchCV(clf\_log, parameters, cv=5, scoring='neg\_log\_loss',return\_train\_score =True)\n",

"clf.fit(X\_train, y\_train)\n",

"\n",

"train\_loss= clf.cv\_results\_['mean\_train\_score']\n",

"cv\_loss = clf.cv\_results\_['mean\_test\_score'] \n",

"\n",

"plotErrors(k=log\_c,train=train\_loss,cv=cv\_loss)"

]

},

{

"cell\_type": "code",

"execution\_count": 29,

"id": "26ac230c",

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"LogisticRegression(C=1, class\_weight='balanced')"

]

},

"execution\_count": 29,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"clf = clf.best\_estimator\_\n",

"clf"

]

},

{

"cell\_type": "code",

"execution\_count": 30,

"id": "856394dc",

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"LogisticRegression(C=1, class\_weight='balanced')"

]

},

"execution\_count": 30,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"#Trainig with the best value of C\n",

"clf.fit(X\_train, y\_train)"

]

},

{

"cell\_type": "code",

"execution\_count": 31,

"id": "9d54958a",

"metadata": {},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"Log\_loss on train data is :0.42136375023317435\n",

"Log\_loss on test data is :0.42841877762512065\n"

]

}

],

"source": [

"#Printing the log-loss for both trian and test data\n",

"train\_loss = log\_loss(y\_train, clf.predict\_proba(X\_train)[:,1])\n",

"test\_loss =log\_loss(y\_test, clf.predict\_proba(X\_test)[:,1])\n",

"\n",

"\n",

"print(\"Log\_loss on train data is :{}\".format(train\_loss))\n",

"print(\"Log\_loss on test data is :{}\".format(test\_loss))"

]

},

{

"cell\_type": "code",

"execution\_count": 32,

"id": "5a5e9a46",

"metadata": {},

"outputs": [

{

"data": {
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"text/plain": [

"<Figure size 432x288 with 1 Axes>"

]

},

"metadata": {},

"output\_type": "display\_data"

}

],

"source": [

"#Plotting AUC \n",

"train\_fpr, train\_tpr, thresholds = roc\_curve(y\_train, clf.predict\_proba(X\_train)[:,1])\n",

"test\_fpr, test\_tpr, thresholds = roc\_curve(y\_test, clf.predict\_proba(X\_test)[:,1])\n",

"plt.plot(train\_fpr, train\_tpr, label=\"train AUC =\"+str(auc(train\_fpr, train\_tpr)))\n",

"plt.plot(test\_fpr, test\_tpr, label=\"test AUC =\"+str(auc(test\_fpr, test\_tpr)))\n",

"plt.legend()\n",

"plt.xlabel(\"FPR\")\n",

"plt.ylabel(\"TPR\")\n",

"plt.title(\"ROC for Train and Test data with best\_fit\")\n",

"plt.grid()\n",

"plt.show()"

]

},

{

"cell\_type": "code",

"execution\_count": 34,

"id": "2b0b75a1",

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"array([-0.272718 , -0.01888115, 0.10988243, -0.06915256, -0.62728539,\n",

" 0.12245798, 0.84953389, -0.03214127, -0.03536307, -0.09534929,\n",

" -0.24119127, 0.06394845, 1.1370843 , 0.99791459, -1.41556721,\n",

" -0.09055778, 0.30180472, 0.26363375, 0.12924531, 0.17698128])"

]

},

"execution\_count": 34,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"clf.coef\_[0]"

]

},

{

"cell\_type": "code",

"execution\_count": 35,

"id": "bb2252fc",

"metadata": {},

"outputs": [],

"source": [

"feature\_weights=sorted(zip(clf.coef\_[0],column\_names),reverse = True)"

]

},

{

"cell\_type": "code",

"execution\_count": 36,

"id": "3b9f085e",

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"[(1.1370843017052434, 'Humidity3pm'),\n",

" (0.997914591510364, 'Pressure9am'),\n",

" (0.8495338941550139, 'WindGustSpeed'),\n",

" (0.301804715097945, 'Cloud3pm'),\n",

" (0.26363374793340466, 'Temp9am'),\n",

" (0.17698127687170961, 'RainToday'),\n",

" (0.12924531089312957, 'Temp3pm'),\n",

" (0.12245797502584098, 'WindGustDir'),\n",

" (0.10988243259883834, 'Rainfall'),\n",

" (0.0639484471328506, 'Humidity9am'),\n",

" (-0.018881148137894623, 'MaxTemp'),\n",

" (-0.03214126563471105, 'WindDir9am'),\n",

" (-0.03536307192807428, 'WindDir3pm'),\n",

" (-0.06915256265752175, 'Evaporation'),\n",

" (-0.09055778183103383, 'Cloud9am'),\n",

" (-0.09534928517970503, 'WindSpeed9am'),\n",

" (-0.24119127011743216, 'WindSpeed3pm'),\n",

" (-0.2727180022931684, 'MinTemp'),\n",

" (-0.6272853899285065, 'Sunshine'),\n",

" (-1.4155672105270423, 'Pressure3pm')]"

]

},

"execution\_count": 36,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"feature\_weights"

]

},

{

"cell\_type": "markdown",

"id": "b6a80c18",

"metadata": {},

"source": [

"## checking various machine learning algorithms for best fit..!"

]

},

{

"cell\_type": "code",

"execution\_count": 42,

"id": "5df0a073",

"metadata": {},

"outputs": [],

"source": [

"import matplotlib.pyplot as plt\n",

"from scipy.stats import itemfreq\n",

"import seaborn as sns\n",

"from sklearn import linear\_model\n",

"from sklearn.model\_selection import cross\_val\_score\n",

"from sklearn.linear\_model import Lasso\n",

"from sklearn.preprocessing import StandardScaler\n",

"from sklearn.linear\_model import LinearRegression, Ridge, LassoCV, ElasticNetCV\n",

"from sklearn.metrics import mean\_squared\_error, make\_scorer\n",

"#from sklearn.model\_selection import train\_test\_split\n",

"%matplotlib inline\n",

"import datetime\n",

"from datetime import date, timedelta\n",

"from sklearn.tree import DecisionTreeRegressor\n",

"from sklearn.metrics import r2\_score\n",

"from sklearn.metrics import mean\_squared\_error\n",

"from sklearn.ensemble import ExtraTreesRegressor\n",

"from sklearn.ensemble import RandomForestRegressor\n",

"from sklearn.model\_selection import GridSearchCV\n",

"from sklearn.ensemble import GradientBoostingRegressor\n",

"from sklearn.ensemble import AdaBoostRegressor\n",

"from sklearn.ensemble import AdaBoostClassifier"

]

},

{

"cell\_type": "markdown",

"id": "4e5a622e",

"metadata": {},

"source": [

"## (1)LinearRegression"

]

},

{

"cell\_type": "code",

"execution\_count": 63,

"id": "39b3b253",

"metadata": {},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"LinearRegression()\n",

"The RMSE IS : 0.3367277944946895\n",

"\n",

"SCORE 0.33877236544413214\n"

]

}

],

"source": [

"# Fit the linear model\n",

"model = linear\_model.LinearRegression()\n",

"results = model.fit(X\_train, y\_train)\n",

"print(results)\n",

"y\_pred = results.predict(X\_test)\n",

"\n",

"mse = mean\_squared\_error(y\_test, y\_pred)\n",

"rmse1 = np.sqrt(mse)\n",

"print(\"The RMSE IS :\",rmse1)\n",

"r2 = r2\_score(y\_test, y\_pred)\n",

"print(\"\\nSCORE\",r2)"

]

},

{

"cell\_type": "code",

"execution\_count": 64,

"id": "0b56d494",

"metadata": {},

"outputs": [

{

"data": {

"text/html": [

"<table class=\"simpletable\">\n",

"<caption>OLS Regression Results</caption>\n",

"<tr>\n",

" <th>Dep. Variable:</th> <td>RainTomorrow</td> <th> R-squared (uncentered):</th> <td> 0.291</td> \n",

"</tr>\n",

"<tr>\n",

" <th>Model:</th> <td>OLS</td> <th> Adj. R-squared (uncentered):</th> <td> 0.291</td> \n",

"</tr>\n",

"<tr>\n",

" <th>Method:</th> <td>Least Squares</td> <th> F-statistic: </th> <td> 931.5</td> \n",

"</tr>\n",

"<tr>\n",

" <th>Date:</th> <td>Sat, 12 Nov 2022</td> <th> Prob (F-statistic):</th> <td> 0.00</td> \n",

"</tr>\n",

"<tr>\n",

" <th>Time:</th> <td>20:15:40</td> <th> Log-Likelihood: </th> <td> -22282.</td> \n",

"</tr>\n",

"<tr>\n",

" <th>No. Observations:</th> <td> 45332</td> <th> AIC: </th> <td>4.460e+04</td>\n",

"</tr>\n",

"<tr>\n",

" <th>Df Residuals:</th> <td> 45312</td> <th> BIC: </th> <td>4.478e+04</td>\n",

"</tr>\n",

"<tr>\n",

" <th>Df Model:</th> <td> 20</td> <th> </th> <td> </td> \n",

"</tr>\n",

"<tr>\n",

" <th>Covariance Type:</th> <td>nonrobust</td> <th> </th> <td> </td> \n",

"</tr>\n",

"</table>\n",

"<table class=\"simpletable\">\n",

"<tr>\n",

" <td></td> <th>coef</th> <th>std err</th> <th>t</th> <th>P>|t|</th> <th>[0.025</th> <th>0.975]</th> \n",

"</tr>\n",

"<tr>\n",

" <th>x1</th> <td> -0.0518</td> <td> 0.006</td> <td> -8.372</td> <td> 0.000</td> <td> -0.064</td> <td> -0.040</td>\n",

"</tr>\n",

"<tr>\n",

" <th>x2</th> <td> 0.0724</td> <td> 0.013</td> <td> 5.719</td> <td> 0.000</td> <td> 0.048</td> <td> 0.097</td>\n",

"</tr>\n",

"<tr>\n",

" <th>x3</th> <td> 0.0192</td> <td> 0.002</td> <td> 8.438</td> <td> 0.000</td> <td> 0.015</td> <td> 0.024</td>\n",

"</tr>\n",

"<tr>\n",

" <th>x4</th> <td> 0.0082</td> <td> 0.003</td> <td> 2.887</td> <td> 0.004</td> <td> 0.003</td> <td> 0.014</td>\n",

"</tr>\n",

"<tr>\n",

" <th>x5</th> <td> -0.1046</td> <td> 0.003</td> <td> -31.014</td> <td> 0.000</td> <td> -0.111</td> <td> -0.098</td>\n",

"</tr>\n",

"<tr>\n",

" <th>x6</th> <td> 0.0121</td> <td> 0.003</td> <td> 4.748</td> <td> 0.000</td> <td> 0.007</td> <td> 0.017</td>\n",

"</tr>\n",

"<tr>\n",

" <th>x7</th> <td> 0.1098</td> <td> 0.003</td> <td> 34.457</td> <td> 0.000</td> <td> 0.104</td> <td> 0.116</td>\n",

"</tr>\n",

"<tr>\n",

" <th>x8</th> <td> -0.0104</td> <td> 0.002</td> <td> -4.723</td> <td> 0.000</td> <td> -0.015</td> <td> -0.006</td>\n",

"</tr>\n",

"<tr>\n",

" <th>x9</th> <td> 0.0027</td> <td> 0.002</td> <td> 1.088</td> <td> 0.276</td> <td> -0.002</td> <td> 0.008</td>\n",

"</tr>\n",

"<tr>\n",

" <th>x10</th> <td> -0.0058</td> <td> 0.003</td> <td> -2.258</td> <td> 0.024</td> <td> -0.011</td> <td> -0.001</td>\n",

"</tr>\n",

"<tr>\n",

" <th>x11</th> <td> -0.0465</td> <td> 0.003</td> <td> -16.966</td> <td> 0.000</td> <td> -0.052</td> <td> -0.041</td>\n",

"</tr>\n",

"<tr>\n",

" <th>x12</th> <td> -0.0134</td> <td> 0.004</td> <td> -3.400</td> <td> 0.001</td> <td> -0.021</td> <td> -0.006</td>\n",

"</tr>\n",

"<tr>\n",

" <th>x13</th> <td> 0.1727</td> <td> 0.005</td> <td> 35.396</td> <td> 0.000</td> <td> 0.163</td> <td> 0.182</td>\n",

"</tr>\n",

"<tr>\n",

" <th>x14</th> <td> 0.1249</td> <td> 0.009</td> <td> 14.073</td> <td> 0.000</td> <td> 0.107</td> <td> 0.142</td>\n",

"</tr>\n",

"<tr>\n",

" <th>x15</th> <td> -0.1794</td> <td> 0.009</td> <td> -20.625</td> <td> 0.000</td> <td> -0.196</td> <td> -0.162</td>\n",

"</tr>\n",

"<tr>\n",

" <th>x16</th> <td> -0.0198</td> <td> 0.003</td> <td> -7.058</td> <td> 0.000</td> <td> -0.025</td> <td> -0.014</td>\n",

"</tr>\n",

"<tr>\n",

" <th>x17</th> <td> 0.0113</td> <td> 0.003</td> <td> 4.033</td> <td> 0.000</td> <td> 0.006</td> <td> 0.017</td>\n",

"</tr>\n",

"<tr>\n",

" <th>x18</th> <td> -0.0070</td> <td> 0.009</td> <td> -0.765</td> <td> 0.444</td> <td> -0.025</td> <td> 0.011</td>\n",

"</tr>\n",

"<tr>\n",

" <th>x19</th> <td> -0.0112</td> <td> 0.014</td> <td> -0.810</td> <td> 0.418</td> <td> -0.038</td> <td> 0.016</td>\n",

"</tr>\n",

"<tr>\n",

" <th>x20</th> <td> 0.0363</td> <td> 0.002</td> <td> 14.728</td> <td> 0.000</td> <td> 0.031</td> <td> 0.041</td>\n",

"</tr>\n",

"</table>\n",

"<table class=\"simpletable\">\n",

"<tr>\n",

" <th>Omnibus:</th> <td>4112.319</td> <th> Durbin-Watson: </th> <td> 1.326</td>\n",

"</tr>\n",

"<tr>\n",

" <th>Prob(Omnibus):</th> <td> 0.000</td> <th> Jarque-Bera (JB): </th> <td>5372.195</td>\n",

"</tr>\n",

"<tr>\n",

" <th>Skew:</th> <td> 0.790</td> <th> Prob(JB): </th> <td> 0.00</td>\n",

"</tr>\n",

"<tr>\n",

" <th>Kurtosis:</th> <td> 3.588</td> <th> Cond. No. </th> <td> 23.6</td>\n",

"</tr>\n",

"</table><br/><br/>Notes:<br/>[1] R² is computed without centering (uncentered) since the model does not contain a constant.<br/>[2] Standard Errors assume that the covariance matrix of the errors is correctly specified."

],

"text/plain": [

"<class 'statsmodels.iolib.summary.Summary'>\n",

"\"\"\"\n",

" OLS Regression Results \n",

"=======================================================================================\n",

"Dep. Variable: RainTomorrow R-squared (uncentered): 0.291\n",

"Model: OLS Adj. R-squared (uncentered): 0.291\n",

"Method: Least Squares F-statistic: 931.5\n",

"Date: Sat, 12 Nov 2022 Prob (F-statistic): 0.00\n",

"Time: 20:15:40 Log-Likelihood: -22282.\n",

"No. Observations: 45332 AIC: 4.460e+04\n",

"Df Residuals: 45312 BIC: 4.478e+04\n",

"Df Model: 20 \n",

"Covariance Type: nonrobust \n",

"==============================================================================\n",

" coef std err t P>|t| [0.025 0.975]\n",

"------------------------------------------------------------------------------\n",

"x1 -0.0518 0.006 -8.372 0.000 -0.064 -0.040\n",

"x2 0.0724 0.013 5.719 0.000 0.048 0.097\n",

"x3 0.0192 0.002 8.438 0.000 0.015 0.024\n",

"x4 0.0082 0.003 2.887 0.004 0.003 0.014\n",

"x5 -0.1046 0.003 -31.014 0.000 -0.111 -0.098\n",

"x6 0.0121 0.003 4.748 0.000 0.007 0.017\n",

"x7 0.1098 0.003 34.457 0.000 0.104 0.116\n",

"x8 -0.0104 0.002 -4.723 0.000 -0.015 -0.006\n",

"x9 0.0027 0.002 1.088 0.276 -0.002 0.008\n",

"x10 -0.0058 0.003 -2.258 0.024 -0.011 -0.001\n",

"x11 -0.0465 0.003 -16.966 0.000 -0.052 -0.041\n",

"x12 -0.0134 0.004 -3.400 0.001 -0.021 -0.006\n",

"x13 0.1727 0.005 35.396 0.000 0.163 0.182\n",

"x14 0.1249 0.009 14.073 0.000 0.107 0.142\n",

"x15 -0.1794 0.009 -20.625 0.000 -0.196 -0.162\n",

"x16 -0.0198 0.003 -7.058 0.000 -0.025 -0.014\n",

"x17 0.0113 0.003 4.033 0.000 0.006 0.017\n",

"x18 -0.0070 0.009 -0.765 0.444 -0.025 0.011\n",

"x19 -0.0112 0.014 -0.810 0.418 -0.038 0.016\n",

"x20 0.0363 0.002 14.728 0.000 0.031 0.041\n",

"==============================================================================\n",

"Omnibus: 4112.319 Durbin-Watson: 1.326\n",

"Prob(Omnibus): 0.000 Jarque-Bera (JB): 5372.195\n",

"Skew: 0.790 Prob(JB): 0.00\n",

"Kurtosis: 3.588 Cond. No. 23.6\n",

"==============================================================================\n",

"\n",

"Notes:\n",

"[1] R² is computed without centering (uncentered) since the model does not contain a constant.\n",

"[2] Standard Errors assume that the covariance matrix of the errors is correctly specified.\n",

"\"\"\""

]

},

"execution\_count": 64,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"import statsmodels.api as sm\n",

"\n",

"model = sm.OLS(y\_train, X\_train)\n",

"results = model.fit()\n",

"# Statsmodels gives R-like statistical output\n",

"results.summary()"

]

},

{

"cell\_type": "code",

"execution\_count": 65,

"id": "46ea8ade",

"metadata": {},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"[0.36759822 0.37814022 0.37498038 0.36102705 0.3711331 ]\n",

"0.37057579486173164\n",

"0.005949386725795814\n"

]

}

],

"source": [

"#cross validation using scikitlearn\n",

"reg=linear\_model.LinearRegression()\n",

"cv\_results=cross\_val\_score(reg,X\_train,y\_train,cv=5)\n",

"print(cv\_results)\n",

"print(np.mean(cv\_results))\n",

"print(np.std(cv\_results))\n",

"\n",

"#Using cross validation of score 5"

]

},

{

"cell\_type": "code",

"execution\_count": 66,

"id": "0f41a544",

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"0.3269329380313437"

]

},

"execution\_count": 66,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"#regularization\n",

"ridge = Ridge(alpha=0.1, normalize = True)\n",

"ridge.fit(X\_train,y\_train)\n",

"ridge\_pred=ridge.predict(X\_test)\n",

"ridge.score(X\_test,y\_test)"

]

},

{

"cell\_type": "markdown",

"id": "a466ff16",

"metadata": {},

"source": [

"## (2)DecisionTree Regressor"

]

},

{

"cell\_type": "code",

"execution\_count": 67,

"id": "c49be6d8",

"metadata": {},

"outputs": [],

"source": [

"dtr=DecisionTreeRegressor(max\_depth=10,min\_samples\_leaf=5,max\_leaf\_nodes=5)"

]

},

{

"cell\_type": "code",

"execution\_count": 68,

"id": "ff1e575a",

"metadata": {},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"RMSE = 0.3561983212605041\n",

"0.2600935712982957\n"

]

}

],

"source": [

"dtr.fit(X\_train,y\_train)\n",

"y\_pred=dtr.predict(X\_test)\n",

"\n",

"mse = mean\_squared\_error(y\_test, y\_pred)\n",

"rmse2 = np.sqrt(mse)\n",

"print(\"RMSE = \",rmse2)\n",

"r2 = r2\_score(y\_test, y\_pred)\n",

"print(r2)"

]

},

{

"cell\_type": "markdown",

"id": "9d610904",

"metadata": {},

"source": [

"## (3)ExtraTreesRegressor"

]

},

{

"cell\_type": "code",

"execution\_count": 69,

"id": "f91a2501",

"metadata": {},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"Fitting 3 folds for each of 1 candidates, totalling 3 fits\n"

]

},

{

"data": {

"text/plain": [

"ExtraTreesRegressor(max\_depth=5, n\_estimators=10)"

]

},

"execution\_count": 69,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"etr = ExtraTreesRegressor()\n",

"\n",

"# Choose some parameter combinations to try\n",

"\n",

"parameters = {'n\_estimators': [10],\n",

" 'criterion': ['mse'],\n",

" 'max\_depth': [5], \n",

" 'min\_samples\_split': [2],\n",

" 'min\_samples\_leaf': [1]\n",

" }\n",

"#We have to use RandomForestRegressor's own scorer (which is R^2 score)\n",

"\n",

"#Determines the cross-validation splitting strategy /to specify the number of folds in a (Stratified)KFold\n",

"\n",

"grid\_obj = GridSearchCV(etr, parameters,\n",

" cv=3, \n",

" n\_jobs=-1, #Number of jobs to run in parallel\n",

" verbose=1)\n",

"grid\_obj = grid\_obj.fit(X\_train, y\_train)\n",

"\n",

"# Set the clf to the best combination of parameters\n",

"etr = grid\_obj.best\_estimator\_\n",

"\n",

"# Fit the best algorithm to the data. \n",

"etr.fit(X\_train, y\_train)"

]

},

{

"cell\_type": "code",

"execution\_count": 70,

"id": "b777dc3c",

"metadata": {},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"RMSE = 0.34160856567041453\n",

"0.31946484034960254\n"

]

}

],

"source": [

"y\_pred = etr.predict(X\_test)\n",

"mse = mean\_squared\_error(y\_test, y\_pred)\n",

"rmse3 = np.sqrt(mse)\n",

"print(\"RMSE = \",rmse3)\n",

"r2 = r2\_score(y\_test, y\_pred)\n",

"print(r2)"

]

},

{

"cell\_type": "markdown",

"id": "d8dd321f",

"metadata": {},

"source": [

"## (4) RandomForestRegression"

]

},

{

"cell\_type": "code",

"execution\_count": 71,

"id": "42512dae",

"metadata": {},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"RMSE = 0.3307932912221132\n",

"0.3618739849480975\n"

]

}

],

"source": [

"from sklearn.ensemble import RandomForestRegressor\n",

"from sklearn.metrics import mean\_squared\_error, r2\_score\n",

"\n",

"model = RandomForestRegressor()\n",

"model.fit(X\_train, y\_train)\n",

"y\_pred = model.predict(X\_test)\n",

"\n",

"mse = mean\_squared\_error(y\_test, y\_pred)\n",

"rmse4 = np.sqrt(mse)\n",

"print(\"RMSE = \",rmse4)\n",

"r2 = r2\_score(y\_test, y\_pred)\n",

"print(r2)"

]

},

{

"cell\_type": "markdown",

"id": "c232d069",

"metadata": {},

"source": [

"## (5) Gradient Boosting Regressor"

]

},

{

"cell\_type": "code",

"execution\_count": 72,

"id": "feb68c05",

"metadata": {},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"RMSE = 0.3327186129269286\n",

"0.3544241767796571\n"

]

}

],

"source": [

"modelgbr = GradientBoostingRegressor(n\_estimators=100,max\_depth=2, random\_state=42)\n",

"modelgbr.fit(X\_train,y\_train)\n",

"y\_pred = modelgbr.predict(X\_test)\n",

"\n",

"mse = mean\_squared\_error(y\_test, y\_pred)\n",

"rmse5 = np.sqrt(mse)\n",

"print(\"RMSE = \",rmse5)\n",

"r2 = r2\_score(y\_test, y\_pred)\n",

"print(r2)"

]

},

{

"cell\_type": "markdown",

"id": "1fc4ddcc",

"metadata": {},

"source": [

"## (6) Ada Boosting Regressor"

]

},

{

"cell\_type": "code",

"execution\_count": 73,

"id": "18bb08aa",

"metadata": {},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"RMSE = 0.34882463850931655\n",

"0.29041019079042163\n"

]

}

],

"source": [

"regr = AdaBoostRegressor(random\_state=42, n\_estimators=100)\n",

"regr.fit(X\_train,y\_train)\n",

"y\_pred = regr.predict(X\_test)\n",

"mse = mean\_squared\_error(y\_test, y\_pred)\n",

"rmse6 = np.sqrt(mse)\n",

"print(\"RMSE = \",rmse6)\n",

"r2 = r2\_score(y\_test, y\_pred)\n",

"print(r2)"

]

},

{

"cell\_type": "code",

"execution\_count": 74,

"id": "a6cc4fb9",

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"<BarContainer object of 6 artists>"

]

},

"execution\_count": 74,

"metadata": {},

"output\_type": "execute\_result"

},

{

"data": {

"image/png": "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\n",

"text/plain": [

"<Figure size 720x360 with 1 Axes>"

]

},

"metadata": {

"needs\_background": "light"

},

"output\_type": "display\_data"

}

],

"source": [

"reg = ['LinearReg','DecisionTreeReg','Extra treeReg','RandomForestReg','GradientBoostReg','AdaBoostReg']\n",

"rmse = [rmse1,rmse2,rmse3,rmse4,rmse5,rmse6]\n",

"c = ['red', 'yellow', 'black', 'blue', 'orange','green']\n",

"plt.figure(figsize=(10, 5))\n",

"plt.bar(reg,rmse,color=c)\n",

"# we plotted using rmse value -->ie,lesser rmse value have more accuracy"

]

},

{

"cell\_type": "code",

"execution\_count": 76,

"id": "bf6ca2f4",

"metadata": {},

"outputs": [],

"source": [

"def will\_rain\_fall\_for\_this\_conditions(xq):\n",

" \n",

" xq[\"WindGustDir\"]=WindGustDir\_encode.transform([xq[\"WindGustDir\"]])\n",

" xq[\"WindDir9am\"]=WindDir9am\_encode.transform([xq[\"WindDir9am\"]])\n",

" xq[\"WindDir3pm\"]=WindDir3pm\_encode.transform([xq[\"WindDir3pm\"]])\n",

" xq[\"RainToday\"]=RainToday\_encode.transform([xq[\"RainToday\"]])\n",

" xq=np.array(list((xq.values())))\n",

" final\_xq = scaler.transform(xq.reshape(1, -1))\n",

" chance=clf.predict\_proba(final\_xq)[:,1]\n",

" if chance>=0.5:\n",

" print(\"Yes, there is a {} % chance of rain can fall on tommorow \".format(chance\*100))\n",

" else:\n",

" print(\"No, there is only {}% chance of rainfall hence we cannot expect rain on tommorow \".format(chance\*100))\n",

" print(\"Because today's Humidity at 3pm ={}%,Atmosphereic Pressure at 9am={}millibars,and Wind Gust Speed ={}km/hr, which are very good sign for rainfall\"\n",

" .format(Humidity3pm,Pressure9am,WindGustSpeed))"

]

},

{

"cell\_type": "code",

"execution\_count": 77,

"id": "623c2254",

"metadata": {},

"outputs": [],

"source": [

"#Giving one query point here\n",

"\n",

"MinTemp = 26.2\n",

"MaxTemp = 31.7\n",

"Rainfall = 2.8\n",

"Evaporation = 5.4\n",

"Sunshine = 3.5\n",

"WindGustDir = \"NNW\"\n",

"WindGustSpeed = 57\n",

"WindDir9am = \"NNW\"\n",

"WindDir3pm = \"NNW\"\n",

"WindSpeed9am = 20\n",

"WindSpeed3pm = 13\n",

"Humidity9am = 81\n",

"Humidity3pm = 95\n",

"Pressure9am = 1007.2\n",

"Pressure3pm = 1006.1\n",

"Cloud9am = 7\n",

"Cloud3pm = 8\n",

"Temp9am = 28.8\n",

"Temp3pm = 25.4\n",

"RainToday =\"Yes\""

]

},

{

"cell\_type": "code",

"execution\_count": 78,

"id": "56757161",

"metadata": {},

"outputs": [],

"source": [

"point = [MinTemp,MaxTemp,Rainfall,\n",

" Evaporation,Sunshine,WindGustDir,\n",

" WindGustSpeed,WindDir9am,WindDir3pm,\n",

" WindSpeed9am,WindSpeed3pm,Humidity9am,\n",

" Humidity3pm,Pressure9am,Pressure3pm,\n",

" Cloud9am,Cloud3pm,Temp9am,Temp3pm,RainToday]\n",

"\n",

"xq=dict()\n",

"for i,name in enumerate(column\_names):\n",

" xq[name]=point[i]"

]

},

{

"cell\_type": "code",

"execution\_count": 79,

"id": "ebff2295",

"metadata": {},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"Yes, there is a [99.04083842] % chance of rain can fall on tommorow \n",

"Because today's Humidity at 3pm =95%,Atmosphereic Pressure at 9am=1007.2millibars,and Wind Gust Speed =57km/hr, which are very good sign for rainfall\n"

]

}

],

"source": [

"will\_rain\_fall\_for\_this\_conditions(xq)"

]

},

{

"cell\_type": "markdown",

"id": "73bb2a72",

"metadata": {},

"source": [

"### Yes, there is a [99.04083842] % chance of rain can fall on tommorow "

]

},

{

"cell\_type": "code",

"execution\_count": null,

"id": "b2727f5f",

"metadata": {},

"outputs": [],

"source": []

}

],

"metadata": {

"kernelspec": {

"display\_name": "Python 3 (ipykernel)",

"language": "python",

"name": "python3"

},

"language\_info": {

"codemirror\_mode": {

"name": "ipython",

"version": 3

},

"file\_extension": ".py",

"mimetype": "text/x-python",

"name": "python",

"nbconvert\_exporter": "python",

"pygments\_lexer": "ipython3",

"version": "3.9.7"

}

},

"nbformat": 4,

"nbformat\_minor": 5

}